# Databases Sample Exam (Feb 2015)

Your exam consists of several parts, explained below. You may work independently on each exam part. Submit your solutions in the automated judge system: <http://judge.softuni.bg/Contests/70/Databases-Sample-Exam>.

## Part I – SQL Queries

You are given a **MS SQL Server database "Ads"** holding advertisements, organized by categories and towns, available as SQL script. Your task is to write SQL queries for displaying data from the given database.

### All Ad Titles +

Display all **ad titles in ascending order**. Submit for evaluation the result grid **with headers**.

|  |
| --- |
| **Title** |
| 2 bed apartment to let |
| … |

1 score

### Ads in Date Range +

Find **all ads** created between **26-December-2014** (00:00:00) and **1-January-2015** (23:59:59) sorted by date. Submit for evaluation the result grid with headers.

|  |  |
| --- | --- |
| **Title** | **Date** |
| Free cat | 2014-12-26 05:14:30.000 |
| Skandika Vancouver 6 Tent | 2014-12-26 11:42:40.000 |
| … | … |

2 score

### \* Ads with "Yes/No" Images -

Display all ad **titles** and **dates** along with a column named "**Has Image**" holding "**yes**" or "**no**" for all ads sorted by their Id. Submit for evaluation the result grid with headers.

|  |  |  |
| --- | --- | --- |
| **Title** | **Date** | **Has Image** |
| Just a Joke | 2014-12-24 23:53:17.000 | No |
| 2 bed apartment to let | 2014-12-24 20:21:11.000 | No |
| BMW 320 for Sale | 2014-12-26 12:37:50.000 | Yes |
| … | … | … |

4 score

### Ads without Town, Category or Image +

Find all ads that have no town or no category or no image sorted by Id. Show all their data. Submit for evaluation the result grid with headers.

|  |  |  |  |  |  |  |  |  |
| --- | --- | --- | --- | --- | --- | --- | --- | --- |
| **Id** | **Title** | **Text** | **ImageDataURL** | **OwnerId** | **CategoryId** | **TownId** | **Date** | **StatusId** |
| 1 | Just a Joke | I sell my… | NULL | 956b34b3… | NULL | NULL | 2014-12-… | 3 |
| 2 | 2 bed … | Available… | NULL | 10216432-… | 3 | 5 | 2014-12-… | 3 |
| … | … | … | … | … | … | … | … | … |

2 score

### Ads with Their Town +

Find all **ads along with their towns** sorted by Id. Display the ad **title** and **town** (even when there is no town). Name the columns exactly like in the table below. Submit for evaluation the result grid with headers.

|  |  |
| --- | --- |
| **Title** | **Town** |
| Just a Joke | NULL |
| 2 bed apartment to let | Ruse |
| … | … |

2 score

### Ads with Their Category, Town and Status

Find all **ads along with their categories, towns and statuses** sorted by **Id**. Display the ad title, category name, town name and status. Include all ads without town or category or status. Name the columns exactly like in the table below. Submit for evaluation the result grid with headers.

|  |  |  |  |
| --- | --- | --- | --- |
| **Title** | **CategoryName** | **TownName** | **Status** |
| Just a Joke | NULL | NULL | Published |
| 2 bed apartment to let | Properties | Ruse | Published |
| … | … | … | … |

3 score

### Filtered Ads with Category, Town and Status

Find all **Published** ads **from Sofia, Blagoevgrad or Stara Zagora**, **along with their category, town and status** sorted by **title**. Display the ad title, category name, town name and status. Name the columns exactly like in the table below. Submit for evaluation the result grid with headers.

|  |  |  |  |
| --- | --- | --- | --- |
| **Title** | **CategoryName** | **TownName** | **Status** |
| BMW 320 for Sale | Cars | Sofia | Published |
| Free cat. Great hunter | Animals | Blagoevgrad | Published |
| … | … | … | … |

3 score

### Earliest and Latest Ads

Find the dates of the earliest and the latest ads. Name the columns exactly like in the table below. Submit for evaluation the result grid with headers.

|  |  |
| --- | --- |
| **MinDate** | **MaxDate** |
| 2014-12-23 19:04… | 2015-02-19 17:36… |

1 score

### Latest 10 Ads

Find the **latest 10 ads** sorted by date in descending order. Display for each ad its **title**, **date** and **status**. Name the columns exactly like in the table below. Submit for evaluation the result grid with headers.

|  |  |  |
| --- | --- | --- |
| **Title** | **Date** | **Status** |
| Lexus SC 430 Gold (2006) | 2015-02-19 17:36:00.000 | Inactive |
| 2012 Nissan Altima 3.5 SR 2dr Coupe CVT | 2015-02-02 22:44:00.000 | Waiting Approval |
| … | … | … |

2 score

### Not Published Ads from the First Month - !!!

Find all not published ads,created in the same month and year like the earliest ad. Display for each ad its **id**, **title**, **date** and **status**. Sort the results by Id. Name the columns exactly like in the table below. Submit for evaluation the result grid with headers.

|  |  |  |  |
| --- | --- | --- | --- |
| **Id** | **Title** | **Date** | **Status** |
| 12 | Free cat | 2014-12-26 05:14:30.000 | Waiting Approval |
| … | … | … | … |

4 score

### Ads by Status

Display the **count of ads in each status**. Sort the results by **status**. Name the columns exactly like in the table below. Submit for evaluation the result grid with headers.

|  |  |
| --- | --- |
| **Status** | **Count** |
| Inactive | 3 |
| Published | 11 |
| … | … |

2 score

### Ads by Town and Status

Display the **count of ads for each town and each status**. Sort the results by **town**, then by **status**. Display only non-zero counts. Name the columns exactly like in the table below. Submit for evaluation the result grid with headers.

|  |  |  |
| --- | --- | --- |
| **Town Name** | **Status** | **Count** |
| Blagoevgrad | Inactive | 1 |
| Blagoevgrad | Published | 1 |
| Burgas | Published | 1 |
| Dobrich | Published | 1 |
| Dobrich | Waiting Approval | 2 |
| … | … | … |

3 score

### \* Ads by Users - !!!

Find the **count of ads for each user**. Display the **username**, **ads count** and "**yes**" or "**no**" depending on whether the user belongs to the **role "Administrator"**. Sort the results by username. Display all users, including the users who have no ads. Name the columns exactly like in the table below. Submit for evaluation the result grid with headers.

|  |  |  |
| --- | --- | --- |
| **UserName** | **AdsCount** | **IsAdministrator** |
| admin | 6 | Yes |
| didi | 6 | No |
| kiro | 3 | No |
| … | … | … |

6 score

### Ads by Town

Find the **count of ads for each town**. Display the **ads count** and town name or "(no town)" for the ads without a town. Display only the towns, which hold 2 or 3 ads. Sort the results by town name. Name the columns exactly like in the table below. Submit for evaluation the result grid with headers.

|  |  |
| --- | --- |
| **AdsCount** | **Town** |
| 3 | (no town) |
| 2 | Blagoevgrad |
| 3 | Dobrich |
| … | … |

5 score

### Pairs of Dates within 12 Hours -???

Consider the dates of the ads. Find among them all pairs of different dates, such that the second date is no later than **12 hours** after the first date. Sort the dates in increasing **order by the first date, then by the second date**. Name the columns exactly like in the table below. Submit for evaluation the result grid with headers.

|  |  |
| --- | --- |
| **FirstDate** | **SecondDate** |
| 2014-12-23 19:04:27.000 | 2014-12-24 05:15:37.000 |
| 2014-12-24 17:38:58.000 | 2014-12-24 20:21:11.000 |
| 2014-12-24 17:38:58.000 | 2014-12-24 23:53:17.000 |
| … | … |

5 score

## Part II – Changes in the Database

You are given a **MS SQL Server database "Ads"** holding advertisements, organized by categories and towns, available as SQL script. Your task is to **modify the database schema** and data and write SQL queries for displaying data from the database.

### Ads by Country

1. Create a **table Countries(Id, Name)**. Use auto-increment for the primary key.

Add a new column **CountryId** in the **Towns table** to link each town to some country (non-mandatory link). Create a **foreign key** between the Countries and Towns tables

1. Execute the following SQL script (it should pass without any errors):

|  |
| --- |
| INSERT INTO Countries(Name) VALUES ('Bulgaria'), ('Germany'), ('France')  UPDATE Towns SET CountryId = (SELECT Id FROM Countries WHERE Name='Bulgaria')  INSERT INTO Towns VALUES  ('Munich', (SELECT Id FROM Countries WHERE Name='Germany')),  ('Frankfurt', (SELECT Id FROM Countries WHERE Name='Germany')),  ('Berlin', (SELECT Id FROM Countries WHERE Name='Germany')),  ('Hamburg', (SELECT Id FROM Countries WHERE Name='Germany')),  ('Paris', (SELECT Id FROM Countries WHERE Name='France')),  ('Lyon', (SELECT Id FROM Countries WHERE Name='France')),  ('Nantes', (SELECT Id FROM Countries WHERE Name='France')) |

1. Write and execute a SQL command that **changes the town to "Paris" for all ads created at Friday**. ???
2. Write and execute a SQL command that **changes the town to "Hamburg" for all ads created at Thursday**.
3. Delete all ads created by user in role "**Partner**".
4. Add a **new add** holding the following information: Title="Free Book", Text="Free C# Book", Date={current date and time}, Owner="nakov", Status="Waiting Approval".!!!
5. Find the **count of ads for each town**. Display the **ads count**, the **town name** and the **country name**. Include also the ads without a town and country. Sort the results by town, then by country. Name the columns exactly like in the table below. Submit for evaluation the result grid with headers.

|  |  |  |
| --- | --- | --- |
| **Town** | **Country** | **AdsCount** |
| NULL | NULL | 3 |
| Berlin | Germany | 0 |
| Blagoevgrad | Bulgaria | 1 |
| Burgas | Bulgaria | 1 |
| … | … | … |

20 score

## Part III – Stored Procedures

You are given a **MS SQL Server database "Ads"** holding advertisements, organized by categories and towns, available as SQL script. Your task is to write some stored procedures, views and other server-side database objects and write some SQL queries for displaying data from the database.

**Important:** start with a clean copy of the "Ads" database.

### Create a View and a Stored Function

Create a **view "AllAds"** in the database that holds information about ads: **id**, **title**, **author** (username), **date**, **town** name, **category** name and **status**, sorted by id. If you execute the following SQL query:

|  |
| --- |
| SELECT \* FROM AllAds |

The result should be the table below:

|  |  |  |  |  |  |  |
| --- | --- | --- | --- | --- | --- | --- |
| **Id** | **Title** | **Author** | **Date** | **Town** | **Category** | **Status** |
| 1 | Just a Joke | admin | 2014-12-24 23:53:17.000 | NULL | NULL | Published |
| 2 | 2 bed apartment to let | kiro | 2014-12-24 20:21:11.000 | Ruse | Properties | Published |
| 3 | BMW 320 for Sale | didi | 2014-12-26 12:37:50.000 | Sofia | Cars | Published |
| 4 | iPhone 4S for Sale | didi | 2014-12-27 01:56:47.000 | Dobrich | Phones | Published |
| … | … | … | … | … | … | … |

1. Using the view above, create a stored function "**fn\_ListUsersAds**" that **returns a table**, holding **all users** in descending order as first column, along with **all dates of their ads** (in ascending order) in format "yyyyMMdd", separated by "; " as second column.

If your function is correct and you execute the following SQL query:

|  |
| --- |
| SELECT \* FROM fn\_ListUsersAds() |

The result should be the table below:

|  |  |
| --- | --- |
| **UserName** | **AdDates** |
| Peter | 20141226; 20150219 |
| Nakov | NULL |
| Milena | NULL |
| Maria | 20141227; 20141231 |
| … | … |

Name the columns exactly like in the table below. Submit for evaluation the result grid with headers.

15 score

## Part V – Database Schema Design

Your task is to design a MySQL database schema, fill some data in it and write a query to retrieve some data.

### Design a Database Schema in MySQL and Write a Query

1. Design a **MySQL database "orders"** to hold products, customers and orders. **Products** hold name and price. **Customers** hold name. **Orders** hold customer, date and set of order items. **Order items** hold order, product and quantity. All tables should have auto-increment primary key – **id**.

--DROP DATABASE IF EXISTS `orders`;

CREATE DATABASE `orders` CHARACTER SET utf8 COLLATE utf8\_unicode\_ci;

USE `orders`;

DROP TABLE IF EXISTS `products`;

CREATE TABLE `products` (

`id` int(11) NOT NULL AUTO\_INCREMENT,

`name` varchar(45) NOT NULL,

`price` decimal(10,2) NOT NULL,

PRIMARY KEY (`id`)

);

DROP TABLE IF EXISTS `customers`;

CREATE TABLE `customers` (

`id` int(11) NOT NULL AUTO\_INCREMENT,

`name` varchar(45) NOT NULL,

PRIMARY KEY (`id`)

);

DROP TABLE IF EXISTS `orders`;

CREATE TABLE `orders` (

`id` int(11) NOT NULL AUTO\_INCREMENT,

`date` datetime NOT NULL,

PRIMARY KEY (`id`)

);

DROP TABLE IF EXISTS `order\_items`;

CREATE TABLE `order\_items` (

`id` int(11) NOT NULL AUTO\_INCREMENT,

`order\_id` int(11) NOT NULL,

`product\_id` int(11) NOT NULL,

`quantity` decimal(10,2) NOT NULL,

PRIMARY KEY (`id`),

KEY `fk\_order\_items\_orders\_idx` (`order\_id`),

KEY `fk\_order\_items\_products\_idx` (`product\_id`),

CONSTRAINT `fk\_order\_items\_orders` FOREIGN KEY (`order\_id`) REFERENCES `orders` (`id`) ON DELETE NO ACTION ON UPDATE NO ACTION,

CONSTRAINT `fk\_order\_items\_products` FOREIGN KEY (`product\_id`) REFERENCES `products` (`id`) ON DELETE NO ACTION ON UPDATE NO ACTION

);

INSERT INTO `products` VALUES (1,'beer',1.20), (2,'cheese',9.50), (3,'rakiya',12.40), (4,'salami',6.33), (5,'tomatos',2.50), (6,'cucumbers',1.35), (7,'water',0.85), (8,'apples',0.75);

INSERT INTO `customers` VALUES (1,'Peter'), (2,'Maria'), (3,'Nakov'), (4,'Vlado');

INSERT INTO `orders` VALUES (1,'2015-02-13 13:47:04'), (2,'2015-02-14 22:03:44'), (3,'2015-02-18 09:22:01'), (4,'2015-02-11 20:17:18');

INSERT INTO `order\_items` VALUES (12,4,6,2.00), (13,3,2,4.00), (14,3,5,1.50), (15,2,1,6.00), (16,2,3,1.20), (17,1,2,1.00), (18,1,3,1.00), (19,1,4,2.00), (20,1,5,1.00), (21,3,1,4.00), (22,1,1,3.00);

SELECT

p.name AS product\_name,

COUNT(oi.product\_id) AS num\_orders,

IFNULL(SUM(oi.quantity), 0) as quantity,

p.price,

IFNULL(SUM(oi.quantity) \* p.price, 0) AS total\_price

FROM

products p

LEFT JOIN order\_items oi ON p.id = oi.product\_id

LEFT JOIN orders o ON oi.order\_id = o.id

GROUP BY

p.id, p.name, p.price

ORDER BY

p.name

---------------------------------------------------------

1. Execute the following SQL script to load data in your tables. It should pass without any errors:

|  |
| --- |
| INSERT INTO `products` VALUES (1,'beer',1.20), (2,'cheese',9.50), (3,'rakiya',12.40), (4,'salami',6.33), (5,'tomatos',2.50), (6,'cucumbers',1.35), (7,'water',0.85), (8,'apples',0.75);  INSERT INTO `customers` VALUES (1,'Peter'), (2,'Maria'), (3,'Nakov'), (4,'Vlado');  INSERT INTO `orders` VALUES (1,'2015-02-13 13:47:04'), (2,'2015-02-14 22:03:44'), (3,'2015-02-18 09:22:01'), (4,'2015-02-11 20:17:18');  INSERT INTO `order\_items` VALUES (12,4,6,2.00), (13,3,2,4.00), (14,3,5,1.50), (15,2,1,6.00), (16,2,3,1.20), (17,1,2,1.00), (18,1,3,1.00), (19,1,4,2.00), (20,1,5,1.00), (21,3,1,4.00), (22,1,1,3.00); |

1. Write a SQL query to **list all products alphabetically** along with the **number of orders** for each product, the **quantity** sold (for all orders), the product **price**, and the **total price** (quantity \* price). Name the columns exactly like in the table below:

![](data:image/png;base64,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)

Submit for evaluation the result grid in CSV format, just like the sample below:

|  |
| --- |
| product\_name,num\_orders,quantity,price,total\_price  apples,0,0.00,0.75,0.0000  beer,3,13.00,1.20,15.6000  … |

20 score

DROP DATABASE IF EXISTS `orders`; --???

CREATE DATABASE `orders` CHARACTER SET utf8 COLLATE utf8\_unicode\_ci;

USE `orders`;

DROP TABLE IF EXISTS `products`;

CREATE TABLE `products` (

`id` int(11) NOT NULL AUTO\_INCREMENT,

`name` varchar(45) NOT NULL,

`price` decimal(10,2) NOT NULL,

PRIMARY KEY (`id`)

);

DROP TABLE IF EXISTS `customers`;

CREATE TABLE `customers` (

`id` int(11) NOT NULL AUTO\_INCREMENT,

`name` varchar(45) NOT NULL,

PRIMARY KEY (`id`)

);

DROP TABLE IF EXISTS `orders`;

CREATE TABLE `orders` (

`id` int(11) NOT NULL AUTO\_INCREMENT,

`date` datetime NOT NULL,

PRIMARY KEY (`id`)

);

DROP TABLE IF EXISTS `order\_items`;

CREATE TABLE `order\_items` (

`id` int(11) NOT NULL AUTO\_INCREMENT,

`order\_id` int(11) NOT NULL,

`product\_id` int(11) NOT NULL,

`quantity` decimal(10,2) NOT NULL,

PRIMARY KEY (`id`),

KEY `fk\_order\_items\_orders\_idx` (`order\_id`),

KEY `fk\_order\_items\_products\_idx` (`product\_id`),

CONSTRAINT `fk\_order\_items\_orders` FOREIGN KEY (`order\_id`) REFERENCES `orders` (`id`) ON DELETE NO ACTION ON UPDATE NO ACTION,

CONSTRAINT `fk\_order\_items\_products` FOREIGN KEY (`product\_id`) REFERENCES `products` (`id`) ON DELETE NO ACTION ON UPDATE NO ACTION

);

INSERT INTO `products` VALUES (1,'beer',1.20), (2,'cheese',9.50), (3,'rakiya',12.40), (4,'salami',6.33), (5,'tomatos',2.50), (6,'cucumbers',1.35), (7,'water',0.85), (8,'apples',0.75);

INSERT INTO `customers` VALUES (1,'Peter'), (2,'Maria'), (3,'Nakov'), (4,'Vlado');

INSERT INTO `orders` VALUES (1,'2015-02-13 13:47:04'), (2,'2015-02-14 22:03:44'), (3,'2015-02-18 09:22:01'), (4,'2015-02-11 20:17:18');

INSERT INTO `order\_items` VALUES (12,4,6,2.00), (13,3,2,4.00), (14,3,5,1.50), (15,2,1,6.00), (16,2,3,1.20), (17,1,2,1.00), (18,1,3,1.00), (19,1,4,2.00), (20,1,5,1.00), (21,3,1,4.00), (22,1,1,3.00);

SELECT

p.name AS product\_name,

COUNT(oi.product\_id) AS num\_orders,

IFNULL(SUM(oi.quantity), 0) as quantity,

p.price,

IFNULL(SUM(oi.quantity) \* p.price, 0) AS total\_price

FROM

products p

LEFT JOIN order\_items oi ON p.id = oi.product\_id

LEFT JOIN orders o ON oi.order\_id = o.id

GROUP BY

p.id, p.name, p.price

ORDER BY

p.name

## Exam Information

To avoid locale-specific problems, use the "**English / United States**" as your locale. The decimal point is ".", the CSV column separator is ",", the month names are in English, etc.

You are allowed to use any resources you have like Internet, software, existing code.

You are not allowed to get help from other people: Skype, ICQ, FB, email, talks, phone calls, etc. are forbidden.

Exam time: **5 hours**.